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# Đồng bộ hóa tiến trình và tiểu trình

## Mục Đích

Mục đích của bài thực hành này nhằm giới thiệu đến các sinh viên thư viện Semaphore và Mutex, thư viên để đồng bộ hóa các tiểu trình chạy song song với nhau.

*Lưu ý: hoạt động của Semaphore trong thư viện sử dụng trong bài thực hành này có vài điểm khác với Semaphore trong lý thuyết.*

## Semaphore

Trong máy tính, đặc biệt là trong hệ điều hành, semaphore được biết đến như một **biến** được sử dụng để điều khiển sự truy xuất vào tài nguyên chung của các tiến trình/tiểu trình trong xử lý song song hoặc trong các môi trường đa người dùng.

Semaphore được xem như một danh sách các đơn vị còn trống của một tài nguyên cụ thể của máy tính. Có 2 thao tác cơ bản trên một biến semaphore đó là yêu cầu tài nguyên và giải phóng tài nguyên,và nếu cần thiết nó còn có thể làm cờ để đợi cho đến khi tài nguyên được một tiến/tiểu trình khác giải phóng.

### Các function cơ bản cho Semaphore trên C

* Để include thư viện semaphore vào một chương trình C ta sử dụng:

**#include <semaphore.h>**

* Để tạo và dùng semaphore ta dùng:
* **sem\_t** **sem\_name**; //tạo một biến semaphore
* **int sem\_init(sem\_t \*sem, int pshared, unsigned int value);**
* sem: là con trỏ đến địa chỉ của biến semaphore.
* pshared là cờ để cho cài đặt cho việc chia sẻ biến semaphore giữa các với các fork()ed processes, tuy nhiên hiện tại LinuxThread không hỗ trợ Shared semaphores.
* value là giá trị khởi tạo để gán cho semaphore

Ví dụ:

sem\_t sam;

sem\_init(&sam,0,10);

* Đợi một semaphore (Hàm wait của semaphore):

**sem\_wait(&sem\_name);**

* Nếu giá tri của semaphore là không dương, tiến trình sẽ bị block, một trong những tiến trình bị block sẽ mở khi có một process gọi **sem\_post**.
* Nếu giá trị của semaphore là dương, giá trị của semaphore sẽ giảm đi 1. Tiến trình tiếp tục được chạy.
* Hàm sem\_post (Hàm signal của semaphore):

**sem\_post(&sem\_name);**

* Giá trị của semaphore sẽ tăng thêm 1.
* Nếu giá tri của semaphore là không dương, và có một số tiến trình đang bị block, một tiến trình sẽ được chọn để unblock.
* Tìm giá trị của semaphore:

**int sem\_getvalue(sem\_t \*sem, int \*valp);**

* Lấy giá trị của semaphore vào biến int có địa chỉ valp.

Ví dụ:

int value;

sem\_getvalue(&sem\_name, &value);

printf("The value of the semaphors is %d\n", value);

* Hủy một biến semaphore:

**sem\_destroy(sem\_t \*sem);**

* Hủy semaphore, không nên có tiểu trình nào sem\_wait nó nữa

Lưu ý quan trọng: Semaphore trong thư viện semaphore.h này hoạt động khác vài điểm so với Semaphore học trong lý thuyết. Sinh viên cần tìm hiểu kỹ hoạt động hai hàm **sem\_wait** và **sem\_post** khác ở điểm gì so với hàm **wait** và **signal** trong Semaphore lý thuyết

### Ví dụ về sử dụng semaphore:

Giả sử có 2 process được thực thi song song bởi đoạn code như sau:

processA{

while (true)

na++;

}

processB{

while (true)

nb++;

}

Với na và nb là 2 biến số nguyên, và giá trị ban đầu của na và nb là 0.

**Sử dụng semaphore để đảm bảo rằng na luôn nhỏ hơn hoặc bằng nb trong suốt quá trình processA và processB thực thi (1);**

Chúng ta biết rằng processA và processB được thực thi đồng thời, và không gì đảm bảo rằng processA và processB sẽ được chạy ở cùng một tốc độ. Do đó, tốc độ tăng của na và nb là không giống nhau. Điều này dẫn đến nếu nb chạy chậm hơn na thì ràng buộc (1) không còn được đảm bảo.

Để giải quyết điều này, chúng ta sử dụng một semaphore để đảm rằng nếu như na >= nb thì na phải chờ nb tăng lên trước. Code mô phỏng như sau:

*sem\_t sam;*

*sem\_init(&sam,0,0);*

int na = 0;

int nb = 0;

processA{

while (true)

{

*sem\_wait(&name*

*);*

na++;

}

}

processB{

while (true)

{

nb++;

*sem\_post(&sam);*

}

}

Theo solution trên, mỗi lần nb tăng thêm 1 đơn vị thì *sam*  sẽ tăng lên 1 đơn vị, điều đó kéo theo na được quyền tăng theo 1 đơn vị.

Trước mỗi lẫn na tăng thêm 1 đơn vị thì lệnh *sem\_wait(&sam)*  được thực hiện. lệnh này sẽ trừ biến *sam*  đi một đơn vị. Cho đến khi *sam=0* thì na phải đợi nb được tăng thêm một đơn vị mới được tăng tiếp.

### Bài tập

1. Lập trình hiện thực hóa ví dụ 1.2.2 trên C

Với C, khó để tạo hai process chạy cùng nhau đồng thời có một biến chung chia sẻ giữa 2 process này (như trong hệ điều hành quản lý); vì vậy, để mô phỏng, thay vì tạo 2 process, sinh viên tạo ra hai tiểu trình (thread) cùng chạy trong một tiến trình và cùng chia sẻ biến semaphore. Hoạt động của 2 tiểu trình này cũng như 2 tiến trình.

Thread 1: tạo ra biến toàn cục, tang biến nA lên

Thread 2: tăng biến toàn cục nB lên 1

nA <= nB

1. **Từ ví dụ trong 1.2.2, sinh viên code C: tạo một chương trình chính, trong đó đoạn code của processA sẽ chạy trong một tiểu trình và đoạn code của processB chạy trong một tiểu trình khác (Cách lập trình với tiểu trình: xem lại bài lab3)**

**Kết quả của na và nb mỗi lần thay đổi đều in ra màn hình và phải đảm bảo na <= nb.**

**#Chép toàn bộ code vô giấy**

1. **Sau khi chương trình chạy, giải thích ngắn gọn quy tắc hoạt động và kết quả.**

**# Giải thích đoạn code**

1. **Đoạn code trên có thể cải tiến ở điểm nào (nếu có)?**

**# cách cải thiện code đã hiện thực theo vd trên**

**# Chép lại code vô giấy**

1. **Trình bày điểm khác biệt của Semaphore trong thư viện semaphore.h trong bài thực hành này và Semaphore đã học trong lý thuyết**

Cũng với 2 process như trong bài tập 1:

processA{

while (true)

na++;

}

processB{

while (true)

nb++;

}

Biết na và nb là 2 biến số nguyên, giá trị ban đầu của na và nb là 0.

Sử dụng semaphore để đảm bảo rằng:

**nb < na <= (nb+10)**

Yêu cầu:

**Sinh viên code tương tự như bài tập 1: tạo một chương trình chính trong đó đoạn code của processA chạy trong một tiểu trình và đoạn code của processB chạy trong một tiểu trình khác. Kết quả của na và nb mỗi lần thay đổi sẽ được in ra màn hình.**

1. **Tùy chọn (Sinh viên nếu làm câu này, điểm sẽ tính làm điểm cộng riêng khi tổng kết điểm thực hành)**

Cho một mảng a được khai báo như một mảng số nguyên có thể chứa n phần tử, a được khai báo như một biến toàn cục.

Viết chương trình bao gồm 2 thread chạy song song

* Một thread làm nhiệm vụ sinh ra 1 số nguyên ngẫu nhiên sau đó bỏ vào a. Sau đó *đếm và xuất* ra số phần tử của a có được *ngay sau khi thêm vào.*
* thread còn lại lấy ra một phần tử trong a (phần tử bất kì, phụ thuộc vào người lập trình), Sau đó *đếm và xuất* ra số phần tử của a có được *ngay sau khi lấy ra,* nếu không có phần tử nào trong a thì xuất ra màn hình “ không có phần tử nào trong mảng a”.
* Chạy thử và tìm ra lỗi khi chạy chương trình trên khi chưa được đồng bộ.
* Thực hiện đồng bộ hóa với semaphore.

## Mutex

Mutex là một trường hợp đơn giản của semaphore khi mà giá trị của semaphore 0 <= v <= 1;

Mutex thường được sử dụng như sau:

* Khai báo và khởi tạo một biến mutex.
* Các thread xin phép khóa mutex để truy cập vào miền găng (vùng tranh chấp/critical section)
* Tại một thời điểm chỉ có một thread thành công trong việc khóa mutex, thread đó hiển nhiên được phép truy cập vào miền găng.
* Thread khóa mutex thực hiện một số thao tác trong miền găng.
* Thread khóa mutex nhả mutex. Sau khi nhả, các thread khác được quyền khóa mutex và sử dụng sử dụng miền găng.
* Hủy mutex

### Các function cơ bản cho Mutex trên C

Để sử dụng mutex ta cần phải include pthread.h vào trước.

Sau khi include pthread.h, mutex có thể được sử dụng thông qua các hàm như sau:

* Để khai báo một mutex ta sử dụng:

**pthread\_mutex\_t mutex;**

Thông thương mutex được khai báo như một biến toàn cục.

* Để khởi tạo một mutex ta sử dụng:

**int pthread\_mutex\_init(pthread\_mutex\_t \*mutex,**

**const pthread\_mutexattr\_t \*attr);**

Trong đó, mutex là con trỏ chỉ đến địa chỉ của biến mutex, attr là con trỏ chỉ đến nơi mà function có thể tìm thấy thuộc tính của mutex cần khởi tạo. con trỏ của attr có thể được để NULL khi ta sử dụng các cài đặt mặc định của Mutex.

* Để hủy một mutex, ta sử dụng:

[**pthread\_mutex\_destroy**](https://computing.llnl.gov/tutorials/pthreads/man/pthread_mutex_destroy.txt)**(pthread\_mutex\_t \*mutex);**

* Để khóa mutex ta sự dụng hàm:

**pthread\_mutex\_lock (pthread\_mutex\_t \*mutex);**

Trường hợp mutex đã bị khóa bởi một thread khác, hàm này sẽ block thread hiện tại lại và chờ cho đến khi mutex được nhả ra.

* Để mở khóa cho mutex ta sử dụng hàm:

**pthread\_mutex\_unlock (pthread\_mutex\_t \*mutex);**

Sau khi mở khóa, các thread khác được quyền tranh chấp giành quyền khóa mutex lại.

### Bài tập

1. Chạy song song 2 process A và B được mô tả như sau:

int x=0;

processA()

{

while (1){

x=x+1;

if (x==20) { x = 0;}

printf("x trong process A:%d\n", x);

}

}

processB()

{

while (1){

x=x+1;

if (x==20) { x = 0;}

printf("x trong process B:%d\n", x);

}

}

**Mục tiêu mong muốn là mỗi process sẽ in ra màn hình từ 1 đến 19 rồi quay về 0.**

Các yêu cầu:

1. Code C tạo một chương trình, trong đó: code của process A được chạy trong một tiểu trình và code của process B chạy trong một tiểu trình khác.

* Tiểu trình A và B chạy, sinh viên quan sát kết quả in ra trên màn hình
* Mục đích mong muốn ban đầu là các giá trị của biến x, từ 1 tới 19 rồi quay về 0, trong một tiểu trình được in ra màn hình liên tục rồi mới tới tiểu trình khác thực hiện in.

Đoạn code trên chạy bình thường, các giá trị của x có liên tục từ 1 đến 19 rồi quay về 0 không? Tại sao.

1. Dùng mutex để đồng bộ hai tiến trình chạy chạy đúng với mục đích mong muốn:

Tiểu trình A thực hiện in ra màn hình từ 1 đến 19 rồi quay về 0 xong thì tiểu trình B mới được thực hiện việc in từ 1 đến 19 rồi quay về 0 của mình.

(Hoặc ngược lại, tiểu trình B tiến hành in trước rồi tới tiểu trình A)

1. Biến ans được tính từ các biến x1, x2, x3, x4, x5, x6 như sau:

w=x1\*x2; (a1)

v=x3\*x4; (a2)

y=v\*x5; (b)

z=v\*x6; (c)

y=w\*y; (d)

z=w\*z; (e)

ans=y+z; (f)

Giả sử các câu lệnh từ (a1)🡪(f) được nằm trên các thread chạy song song với nhau.

Hãy lập trình mô phỏng và đồng bộ chúng trên C để đảm bảo rằng: (a1) và (a2) có thể thực hiện song song; lệnh (b), (c) được thực hiện chỉ sau khi v đã được tính; lệnh (d) được thực hiện chỉ sau khi w và y đã được tính; lệnh (f) được thực hiện chỉ sau khi y và z được được tính.

----------------

**Bài hoàn thành trên lớp:**

**Bài tập phần 1.2.3, câu 1 phần a) và b)**

* *Sinh viên trình bày trong file word đoạn code mình lập trình và chụp lại màn hình kết quả chạy thành công*
* *Upload file word của bài hoàn thành lên website môn học: deadline là 11h30 của ngày thực hành*
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